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Abstract: The integration of Internet of Things (IoT) with cloud computing has revolutionized 

healthcare systems, offering scalable and real-time patient monitoring. However, optimizing response 

times and energy consumption remains crucial for efficient healthcare delivery. This research evaluates 

various algorithmic approaches for workload migration and resource management within IoT cloud-

based healthcare systems. The performance of the implemented algorithm in this research, Hybrid 

Dynamic Programming and Long Short-Term Memory (Hybrid DP+LSTM), was analyzed against 

other six key algorithms, namely Gradient Optimization with Back Propagation to Input (GOBI), Deep 

Reinforcement Learning (DRL), improved GOBI (GOBI2), Predictive Offloading for Network De-

vices (POND), Mixed Integer Linear Programming (MILP), and Genetic Algorithm (GA) based on 

their average response time and energy consumption. Hybrid DP+LSTM achieves the lowest response 

time (82.91ms) with an energy consumption of 2,835,048 joules per container. The outcome of the 

analysis showed that Hybrid DP+LSTM have significant response times improvement, with percent-

age increases of 89.3%, 79.0%, 83.8%, 97.0%, 99.8%, and 99.94% against GOBI, GOBI2, DRL, 

POND, MILP, and GA, respectively. In terms of energy consumption, Hybrid DP+LSTM outper-

forms other approaches, with GOBI2 (3,664,337 joules) consuming 29.3% more energy, DRL 

(2,973,238 joules) consuming 4.9% more, GOBI (4,463,010 joules) consuming 57.4% more, POND 

(3,310,966 joules) consuming 16.8% more, MILP (3,005,498 joules) consuming 6.0% more, and the 

GA (3,959,935 joules) consuming 39.7% more. The result of ablation of the Hybrid DP+LSTM model 

achieves a 47.05% improvement over DP-only (156.57ms) and a 70.64% improvement over LSTM-

only (282.41ms) in response time. On the energy efficiency side, Hybrid DP+LSTM shows 22.80% 

improvement over LSTM-only (3,671,51 joules), but 7.34% underperformance compared to DP-only 

(2,640,93). These research findings indicate that the Hybrid DP+LSTM technique provides the best 

trade-off between response time and energy efficiency. Future research should further explore hybrid 

approaches to optimize these metrics in IoT cloud-based healthcare systems. 

Keywords: Cloud; Dynamic Programming; Energy Optimization; Fog/Edge Computing; Healthcare; 

IoT; LSTM; Task Scheduling. 

 

1. Introduction 

As the Internet of Medical Things (IoMT) proliferates within healthcare, challenges 
around latency and responsiveness have become increasingly critical, particularly in applica-
tions such as wearable vital sign monitoring, remote surgery, and real-time diagnostics [1]. 
Traditional IoT-to-cloud architectures often fail to meet stringent timing requirements due 
to network delays, which has driven the shift toward fog/edge architectures and AI-based 
scheduling for latency minimization [2]. The constraint with the deployment of fog/edge 
architecture is the competition for scarce fog/edge resources among numerous IoT tasks on 
the fog layer. Task offloading and load balancing remain the key strategies for resolving the 
scarce resource constraint in the fog/edge layer. A formalized queuing and delay distribution 
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model for three-tier IoT–fog–cloud systems was implemented by optimizing offloading prob-
abilities via a sub-gradient-based algorithm that minimizes the probability a task exceeds its 
latency threshold [3]. Furthermore, Transformer PPO Task Offloading (TPTO), employs a 
Transformer + PPO deep reinforcement learning model to schedule dependent tasks on edge 
servers. TPTO achieves 30% lower latency than baseline heuristics (e.g., HEFT, Greedy) and 
converges 2.5 times faster than traditional DRL techniques [4]. 

Metaheuristic scheduling approaches also play a significant role in optimizing latency in 
IoT cloud-based systems. A Lightweight Secure Efficient Offloading Scheduling (LSEOS) 
algorithm, leveraged on neighborhood search and adaptive deadlines to reduce latency and 
overhead in fog environments [5]. Edge AI strategies such as federated learning (FedAvg, 
FedDyn, Sub FedAvg) enable distributed model training close to IoMT devices, minimizing 
latency by keeping inference local and reducing communication overhead [6]. On-device op-
timization techniques, such as pruning, quantization, and parallelization scheduling, are used 
to reduce model size and accelerate inference on constrained edge hardware [1]. The Smart 
Edge architecture unites ensemble machine learning models (voting-based classifiers) de-
ployed across the edge and cloud to predict diabetes risk in real-time. Ensemble voting en-
hances prediction accuracy by ~5% while achieving low latency over a hybrid infrastructure 
[7]. Moreover, a technique called a hybrid CNN LSTM DL model was deployed at edge 
nodes, communicating over 5G Ultra-Reliable Low-Latency Communication (URLLC) links 
to support real-time patient monitoring with end-to-end latencies at 96.5% accuracy, nearly a 
47% speedup over federated learning techniques [2]. Complementing ML strategies, tradi-
tional measures such as window-based rate control algorithms (WRCAs) have been utilized 
in telesurgery and medical edge systems. These methods optimise for mean latency, jitter, and 
peak-to-mean ratios to satisfy medical QoS constraints, outperforming other rate control 
techniques, such as Battery Smoothing algorithms [8]. 

Furthermore, the Gradient-Based Optimization with Back Propagation to Input (GOBI) 
algorithm [9] produced one of the best IoT cloud QoS with improved energy consumption 
and reduced latency. This was achieved by feeding back the same result from a surrogate 
neural network model to itself through a Monte Carlo simulation, thereby eliminating the 
problem of local optima. The process converged after an undefined number of iterations 
because the confidence level of the best response time is unknown [10]. The deficiency here 
is that feeding the same data repeatedly into the same machine-learning algorithm does not 
necessarily improve its accuracy; rather, it results in neural network data saturation, which 
increases computational complexity and inefficiency by solving the same computation repeat-
edly—a situation described as “Overlapping Sub-Problems” [11]. In addition, the standard 
medically guaranteed safety response time margin is set at 150 to 400 milliseconds [12].  
However, the optimized IoT response time achieved by Tuli et al. (2021) was not within this 
range as their result was in seconds and not milliseconds.  

Medically, 10 ms is the standard response time approved for remote surgery procedures 
and remote patient monitoring [13]. Previous optimization efforts, such as the MILP model, 
achieved a 73% improvement compared to cloud-only IoT response times [14]. Building on 
this, the present research aims to further enhance quality of service—specifically response 
time and energy consumption—by proposing a hybrid model that combines Dynamic Pro-
gramming (DP) for analytical scheduling with Long Short-Term Memory (LSTM) for predic-
tive learning, deployed via transfer learning. 

It should be noted that the evaluation of the proposed IoT Healthcare Fog–Cloud model 
is conducted under simulated conditions. The experiments utilize the COSCO platform and 
Bitbrains traces as benchmark datasets. While Bitbrains offers realistic cloud workload pat-
terns, the findings do not constitute direct testing in real healthcare infrastructure but rather 
controlled simulations designed to approximate realistic operating conditions. 

2. Related Works 

A standard design for cloud-based IoT healthcare systems should encompass key fac-
tors, such as reliability, scalability, privacy, security, quality of service (QoS), and data storage, 
as core implementation goals in developing the architecture of an IoT network [15]. Crypto-
security algorithms, such as the RSA encryption algorithm and Digital Signature Standard 
(DSS), were utilized in all endpoints of IoT networks to provide security [16]. However, this 
system is deficient in the speed of the feedback mechanism due to the design complexities of 
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the machine learning algorithm, which is deployed far from the edge computing side of the 
system in the cloud. In an effort to minimize this effect, wearable devices were empowered 
to perform processing and visualization of sensor data directly, providing prompt feedback 
to the user. However, this poses an energy overhead on the processing IoT wearable device, 
which is sustained by a battery power source [17]. 

The wearables were regarded as having low memory and processing capabilities, and the 
healthcare data emanating from the sensors are better transferred and stored on a database 
server, and subsequently extracted by medical personnel through the use of a mobile applica-
tion for medical advice [18]. This design utilized a Raspberry Pi to intercept data generated 
by IoT sensors, such as temperature or ECG, and transfer it to the database server interface 
via a mobile application, providing data access to healthcare advisers or medical doctors when 
needed. The design tends to overlook key IoT performance metrics, which determine QoS, 
such as security, latency, energy consumption, and bandwidth, as it focuses solely on provid-
ing adequate storage space on the database server. The security metrics were improved 
through the implementation of a Message Queue Telemetry Transport (MQTT) broker, 
which publishes ECG data to the web server [19]. 

Furthermore, a secure healthcare monitoring system that integrates Named Data Net-
working (NDN)- based IoT with the edge cloud has been proposed [20]. The system leverages 
the benefits of NDN to expedite the retrieval of medical data and utilizes cyphers and signa-
tures to ensure that data is delivered securely. Quantitative analysis of the results indicates 
that the system reduces medical data retrieval delay and cost by 28% and 52%, respectively. 
The method was modified to include methods for protecting data through encryption and 
secure key exchange, which authenticate patients using effective hashing of selected data [21]. 
This enables privacy protection while also considering the network's irregular occurrences by 
providing redundancy to prevent data loss. A distributed platform, such as the cloud, offers 
limitless computing resources and a wide range of services. However, utilizing these services 
with minimum latency and delay is not guaranteed [22]. One of the prime components in 
achieving optimal performance is ensuring high bandwidth for data transmission. To mini-
mize delay, a middleware layer known as “fog computing” is to be placed between Cloud and 
IoT, the “fog computing” will achieve low latency for applications that are sensitive to delay, 
such as the health sector [23]. As sensor nodes have constrained power backup, the design of 
the fog-computing layer should be computationally light and consume minimal energy. To 
conserve energy, the solution could be to exploit alternate forms of energy generation models 
as well as use efficient techniques to program periodic sleep routines for the sensor nodes 
[24]. The devices can enter a sleep mode if no observable sensing activity occurs within a 
given period. End-to-end connectivity, low latency, and reliability-enhanced solutions in IoT 
enable the simultaneous monitoring of vulnerable patients without requiring dedicated 
healthcare staff [25].  

Emerging machine learning technologies in wireless communications is delivering a great 
service [26]. Reinforcement learning is a branch of machine learning in which an agent selects 
an action from a provided list of actions. With every action, the agent receives a certain re-
ward, and depending on the action, it can be a positive or negative reward [27]. The agent 
takes certain actions in the environment and learns from the consequences of those actions. 
Reinforcement learning IoT based communication framework for healthcare applications was 
used to check resource utilization for improve QoS, under this, IoT tasks generated were 
passed through a neural network algorithm which assigns reward to the tasks based on the 
critical state of such tasks, the task with the most critical state was prioritized and resources 
allocated for required action to be taken, and consequently improved the IoT response time 
of the healthcare system [28]. Similarly, the Median Attribute Deviation (MAD) of the CPU 
utilization of the hosts was estimated, and select containers based on the Maximum Correla-
tion (MC) with other tasks [29]. However, such heuristic-based approaches fail to model 
healthcare environments with dynamic workloads [30].  

Evolutionary approaches like GA lie in the domain of gradient-free optimization meth-
ods. The GA method schedules workloads using a neural model to approximate the objective 
value and a GA to reach the optimal decision. Moreover, nonlocal jumps can lead to a signif-
icant change in the scheduling decision, resulting in a high number of migrations [31]. This 
effect was improved through Predictive Offloading for Network Devices (POND), a variant 
of the Max-Weight approach [32]. POND uses constrained online dispatch with unknown 
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arrival and reward distributions [33]. The final decision is made using the Max-Weight ap-
proach, where the weights correspond to the expected reward values. To minimize objective 
value, an objective score was provided as a negative reward [31]. Due to the inability of Max-
Weight approaches to adapt to volatile scenarios, their wait times are high. 

Reinforcement learning-based methods have demonstrated robustness and versatility in 
handling diverse workload characteristics and complex edge setups [34]. Such methods em-
ploy a Markovian assumption of the state, which is the scheduling decision at each interval. 
Based on new observations of the reward signal, this explores its knowledge of the state space 
to converge to an optimal decision [10]. The result obtained showed minimal improvement 
in IoT response time. This research was enhanced to achieve a minimal latency of 30 to 50% 
in IoT cloud response time through the use of a Greedy algorithm and Fuzzy Inference Re-
inforcement Learning (FIRL) [12]. The COSCO framework was used to implement GOBI, 
and later enhanced with Monte Carlo simulation, which fed the output of a surrogate neural 
network model back to itself to achieve GOBI*, thereby preventing the tendency to get stuck 
at local optima when finding the optimal response time of the cloud [9]. This was developed 
to leverage a seamless interface between the orchestration framework and simulation engine, 
providing an interactive dynamic interface between AI models and resource metrics to opti-
mise QoS.  

To meet the needs of IoT healthcare applications, it is necessary to maximize the use of 
computing layers, such as edge, fog, and cloud layers. These layers offer various computing 
capabilities, including processing, storage, and internet-based communication interfaces [35]. 
Consequently, scalable data analytics and reliable solutions to address the challenges of IoT 
healthcare applications, such as reducing service execution time and energy consumption, 
were provided through the use of an integrated edge-fog-cloud architecture [19]. When it 
comes to placing IoT healthcare applications optimally, the emphasis is on the significance of 
edge, fog, and cloud, while considering several performance metrics, including energy con-
sumption, service latency, resource usage, and security [36]. An integrated edge-fog-cloud 
healthcare architecture was developed to reduce the energy consumption and service latency 
of IoT healthcare applications. The results showed that energy consumption and latency were 
reduced by 27% and 28%, respectively [22]. Furthermore, an efficient framework based on 
the Remora Optimization algorithm was created to jointly minimize latency and energy con-
sumption in an IoT healthcare system. The framework was considered efficient in improving 
the energy consumption of IoT devices and reducing the response time delay of IoT sensors 
[37].  

To reduce IoT device energy consumption and delay, a novel message exchange proce-
dure with load balancing was also presented to offload IoT healthcare applications via a cloud-
fog architecture [38]. The research reduced energy usage and delay by 77% and 60%, respec-
tively, through the deployment of an energy-efficient fuzzy technique. Additionally, the use 
of GA to offer a safe and economical way to utilize a Wireless Sensor Network (WSN) for 
the detection of infectious diseases was implemented to mitigate the transmission rate from 
one victim to another through early detection and treatment [35]. An optimization model 
called the Mixed-Integer Non-Linear Programming (MINLP) model was implemented using 
improved deep reinforcement learning (DRL) technique to determine the best course of ac-
tion for allocating resources, offloading computation, and reducing energy usage of cloud-
based IoT healthcare system and the result showed better resource management at the fog 
computing layer that translated to minimal IoT device energy usage [39]. Furthermore, a hy-
brid energy-efficient model for patient home monitoring was proposed, which utilized sen-
sors to record and analyze electrocardiograms (ECGs). The results showed lower energy us-
age, latency, and network utilization, as observed [40]. 

A model for an efficient cloud-based IoT vehicle routing problem using a resource man-
agement algorithm called Reliable Resource Allocation Management (R2AM) was imple-
mented on the iFogSim2 simulator, featuring 15 fog devices and an installed Decentralized 
Decision System (DDS) for resource management [41]. The IoT response time and energy 
consumption obtained from the R2AM algorithm, as compared to the result of one of the 
existing algorithms, called Scalable Microservices Placement (SMP), showed that R2AM has 
10.3% lower latency and 21.85% lower energy usage than the SMP algorithm. However, 
R2AM has limitations due to execution failure, which is caused by the limited number of fog 
devices used [41]. In order to further optimize cloud based IoT energy and service latency 
QoS, a four-tier architecture consisting of Internet of Medical Things (IoMT) layer, edge layer, 
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fog layer, and cloud layer was presented, this was harness by categorizing the IoT generated 
workloads into high critical sensor data (such as heart failure rate, body temperature, glucose 
level rating), medium critical sensor data (such as remote patient monitoring, emergency re-
sponse service, patient diagnostic, health status check),  and low critical sensor data (Exam-
ple, healthcare records requiring complex data analytics for future decision making), these 
data were offloaded into the setup using MILP resource management model to optimize ser-
vice level objective matric specifically energy consumption and service latency of IoT cloud 
healthcare solution, the result obtained from the four-tier MILP model was compared against 
that obtained from cloud only architecture (described as baseline architecture), and the result 
showed that the energy consumption and service latency were optimized by 21% and 73%, 
respectively [14]. Collectively, the trajectory from 2023 through early 2025 shows a clear evo-
lution from heuristic or basic offloading architectures toward hybrid, AI-driven scheduling 
systems, reinforcement learning, and deep learning models co deployed across edge and 
cloud. These frameworks not only minimize latency but also guarantee predictable QoS even 
under high load, dynamic workloads, and in latency critical healthcare contexts. 

3. Proposed Method 

The research method is centered on the heterogeneous cloud-based IoT model in Figure 
1, comprising the IoT layer, the Fog layer and the cloud layer. IoT response time, as well as 
other Service Level Objectives (SLOs), is enhanced by placing numerous Fog or Edge layers 
closer to users for caching data and providing fast access to cloud resources. IoT devices 
exhibit lower latency when accessing data from the Fog layer through the fog gateway, which 
is faster than accessing it directly from a higher-latency cloud layer that is remotely situated. 
However, the hosts at the fog layer have lesser computational capabilities relative to the hosts 
on the cloud layer. The functionalities performed at the fog layer comprise the scheduling 
decision process, data caching, resource evaluation schemes, load balancing, and task offload-
ing, which enable necessary trade-offs between the fog and cloud layers to improve task effi-
ciency. 

 

Figure 1. Proposed Cloud-Based IoT Healthcare Solution   
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The IoT layer is where sensors and user devices are located in the cloud-based IoT 
model. In this context, the sensors are streamlined to those responsible for non-invasive in-
terception and transmission of signals related to Hepatitis. Specifically, the sensors of interest 
to this research, as described, are Localized Surface Plasmon Resonance (LSPR), DNA Bio-
sensor, Quartz Crystal Microbalance (QCM), Microcantilever Biosensor, and Surface Acous-
tic Wave (SAW) Biosensor. All these sensors will be simulated using JSON codes and will be 
responsible for generating the workloads to be communicated to the fog layer through the 
fog gateway device. The workloads will then be orchestrated into containers known as tasks 
to be executed on the fog broker. Consequently, the fog broker handles task execution by 
making the best scheduling decision based on the data forwarded by the sensors and allocating 
tasks appropriately to hosts on the fog layer, taking into account resource metrics such as 
CPU, RAM, Disk, and Network bandwidth. 

The objective of this research is to implement a hybrid DP task scheduler on the fog 
layer, which will optimize the response time and energy consumption achieved by the MILP 
model. This is intended to be achieved by implementing an interface between the container 
orchestration and resource metric monitoring service, utilizing an enhanced DP algorithm to 
optimize the communication response time of IoT devices, as well as other SLO metrics. The 

total number of hosts 𝑉𝑀  at the fog layer will be designated as 𝑉𝑀 =
{𝑣𝑚0, 𝑣𝑚1, . . . , 𝑣𝑚𝑛−1} and the time series optimization metrics for CPU, RAM, Disk, and 

Bandwidth usage of host 𝑣𝑚 will be U(𝑣𝑚𝑖
𝑡). Furthermore, the set of total capacities of 

CPU, RAM, Disk, and Bandwidth with the mean response latency of host 𝑣𝑚𝑖 will be des-

ignated as 𝐶(𝑣𝑚𝑖). 

3.1. IoT Sensors Tasks Model  

The workload for the model originates from the IoT layer, where the total time slice for 

sensor task creation is divided into uniform scheduling intervals of duration ɗ as illustrated 

in Figure 2. The 𝐾-th interval is represented as 𝑇𝑘  with start point of 𝑠(𝑇𝑘), such that 

𝑠(𝑇0) = 0, and 𝑠(𝑇𝑘) = 𝑠(𝑇𝑘−1) + ɗ for every 𝐾 >  0. At time interval 𝑠(𝑇𝑘−1), a total 

of 𝑁𝑘 new tasks are generated by IoT devices. These tasks, along with their SLOs—such as 
Instruction Per Second (IPS), RAM, disk, and bandwidth requirements—are transmitted to 

the fog layer for processing. The set of active tasks at time interval 𝑇𝑘 is given by 𝑊𝑘 =
{𝑤0

𝑘 , 𝑤1
𝑘, . . . , 𝑤|𝑊𝑘|

𝑘 }, where 𝑤𝑖
𝑘 denotes the i-th task within the list of tasks.  

 

Figure 2. Proposed hybrid model 
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determines whether tasks remain active, are completed, or require migration to another host. 
The combination of DP for deterministic scheduling and LSTM for predictive QoS estima-
tion enables the hybrid approach. The conceptual workflow of this model is illustrated in 
Figure 2. 

3.2. Response Time, Energy Consumption, SLA Violation, Container Destroyed, 
and Migration Time QoS Models 

The primary focus of this research is the optimization of response time and energy con-
sumption, with other metrics serving as supporting indicators. The total response time of IoT 
devices is the sum of the scheduling time and the task execution time for a given workload 
[41]. The tasks are organized into containers on the fog broker, and the sensor-generated data 
are used as input for allocation to hosts with higher resources. Task migration scheduling is 
implemented within the cloud fog broker to ensure proper task allocation to suitable Virtual 
Machines (VMs). This decision focuses on optimizing key IoT QoS parameters, specifically 
response time and energy consumption. Let the objective function, based on the optimal 

response time and energy consumption within the time interval 𝑇𝑘 (Figure 2), be: 

𝛰(𝛲𝑘) = 𝛼. 𝐴𝐸𝐶𝑘 + 𝛽. 𝐴𝑅𝑇𝑘 (1) 

Where 𝐴𝐸𝐶 = average energy consumption; 𝐴𝑅𝑇= average response time; 𝐴𝐸𝐶&𝐴𝑅𝑇 ∈
𝛲𝑘.  

The average energy consumption is computed for any time interval for a device, normal-
ized by the device's maximum power, as shown in Equation (2). 

𝐴𝐸𝐶𝑘 =
∑ ∫ 𝑃𝑜𝑤𝑒𝑟𝑣𝑚(𝑇)𝑑𝑇

𝑠(𝑇𝑘+1)

𝑠(𝑇𝑘)𝑣𝑚∈𝑉𝑀

|𝑊𝑘| ∑ 𝑃𝑜𝑤𝑒𝑟𝑣𝑚
𝑚𝑎𝑥∑

𝑣𝑚𝑘∈𝑉𝑀

 (2) 

Where 𝑊𝑘= set of active tasks at time interval 𝑇𝑘; 𝑉𝑀𝑘 = total number of hosts at interval 

𝑇𝑘; uniform time scheduling interval of duration. 

The average response time is computed for interval 𝑇𝑘 for all completed tasks 𝐶𝑘 nor-
malized by the maximum response time before the present interval, as shown in Equation 
(3). 

𝐴𝑅𝑇𝑘 =
∑ 𝑅𝑒 𝑠 𝑝𝑜𝑛𝑠𝑒𝑇𝑖𝑚𝑒(𝜏𝑘)𝜏∈𝐶𝑘

|𝐶𝑘| 𝑚𝑎𝑥𝑠≤𝑘 𝑅𝑒 𝑠 𝑝𝑜𝑛𝑠𝑒𝑇𝑖𝑚𝑒(𝑇𝑠
𝑗
)
 (3) 

The number of containers destroyed refers to the total number of containers destroyed 
within an interval, as given in Equation (4). 

𝑛𝑢𝑚𝑑𝑒𝑠𝑟𝑜𝑦𝑒𝑑𝑡 = |𝑑𝑒𝑠𝑡𝑟𝑜𝑦𝑒𝑑𝑡| (4) 

When tasks are inefficiently allocated, they must be destroyed and re-initiated on another 
host with adequate resources. This action affects response time and energy consumption, 
often resulting in spikes. Service Level Agreement (SLA) violation refers to the number of 
destroyed containers that exceed their SLA deadline within an interval, as shown in Equation 
(5). 

𝑠𝑙𝑎𝑣𝑖𝑜𝑙𝑎𝑡𝑖𝑜𝑛𝑠𝑡 = |{𝑐 ∈ 𝑑𝑒𝑠𝑡𝑟𝑜𝑦𝑒𝑑𝑡|𝑐. 𝑑𝑒𝑠𝑡𝑟𝑜𝑦𝐴𝑡 > 𝑆𝐿𝐴𝑡}| (5) 

Where 𝑐. 𝑑𝑒𝑠𝑡𝑟𝑜𝑦𝐴𝑡 = number of containers destroyed at time interval 𝑡; 𝑆𝐿𝐴𝑡=accepta-

ble SLA deadline at time 𝑡. 
The average migration time refers to the average migration time of destroyed containers 

in an interval, as given in Equation (6). 

𝑎𝑣𝑒𝑚𝑖𝑔𝑟𝑎𝑡𝑖𝑜𝑛𝑡𝑖𝑚𝑒𝑡 = {

1

|𝑑𝑒𝑠𝑡𝑟𝑜𝑦𝑒𝑑𝑡|
∑ 𝑇𝑐

𝑚𝑖𝑔
, |𝑑𝑒𝑠𝑡𝑟𝑜𝑦𝑒𝑑𝑡| > 0

𝑐∈𝑑𝑒𝑠𝑡𝑟𝑜𝑦𝑒𝑑𝑡

0,                                           otherwise

 (6) 

Where 𝐶 = containers destroyed; 𝑇𝑐
𝑚𝑖𝑔

 = migration time per container 
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3.3. Task Scheduling Decision 

 

In the fog layer (Figure 2), an array of VMs handles tasks of maximum bound 𝑤 with 
critical resources such as memory, IPS, bandwidth, and disk. Efficient scheduling is therefore 
required to achieve optimal QoS. 

This is achieved using the dynamic programming algorithm (Section 3.2) with Equations 

(8), (9), and (10). In this research, the scheduler is denoted as 𝑆, such that 𝑆: 𝑈𝑘 → 𝑈𝑘 ∗ 𝑉𝑀 
holds when the allocation is possible based on the condition that the VM meets the resource 
requirement by the scheduled task. The scheduling problem is mathematically formulated by 

numbering the VMs from 𝑗 = 1, … , 𝑛, and represented by a binary vector: 

 𝑥𝑗 = {
1,  if 𝑗 − th 𝑉𝑀 is alocated
0,  if 𝑗 − th 𝑉𝑀 is not allocated

 (7) 

If the optimization (profit) of 𝑉𝑀𝑗 is 𝑝𝑗 , its capacity 𝑐𝑗 and the size of the task 𝑤, then 

the scheduler selects binary vectors 𝑥𝑗 such that: 

𝐷1 = ∑ 𝑤𝑗𝑥𝑗 ≤ 𝑐

𝑛

𝑗=1

 (8) 

While optimizing the QoS:  

𝐷2 = ∑ 𝑝𝑗𝑥𝑗 ≤ 𝑐

𝑛

𝑗=1

 (9) 

Where 𝐷2 is the value of the QoS parameter, such as response time or energy consumption 
[42]. 

3.5. Dynamic Programming Procedure 

Given scalar values 𝑚(1 ≤ 𝑚 ≤ 𝑛), and 𝐶(0 ≤ 𝐶 ≤ 𝑐), let 𝑓𝑚(𝐶) denote the opti-
mal solution value: 

𝑓𝑚(𝐶) = 𝑚𝑎𝑥 {∑ 𝑝𝑗𝑥𝑗: ∑ 𝑤𝑗𝑥𝑗 ≤ 𝐶, 𝑥𝑗 ∈ {0,1}, 𝑗 = 1, . . . . . 𝑚

𝑚

𝑗=1

𝑚

𝑗=1

} (10) 

This implies: 

𝑓1(𝐶) = {
0, for 𝐶 = 0, . . . . . , 𝑤1 − 1
𝑝1,      for 𝐶 = 𝑤1, . . . . . , 𝑐       

 (11) 

The dynamic programming in Figure 2 is constructed by splitting problems into 𝑛-stages for 

𝑚 ranging from 1 to 𝑛, and computing 𝑓𝑚(𝐶) for 𝐶 = 0; 𝑤 at each stage. 

𝑓𝑚(𝐶) {
𝑓𝑚(𝐶),                                                                      𝐶 =  0, … , 𝑤𝑚 − 1

 𝑚𝑎𝑥(𝑓𝑚−1(𝐶), 𝑓𝑚−1(𝐶 − 𝑤𝑚) + 𝑝𝑚),             𝐶 =  𝑤𝑚, … , 𝑐        
 (12) 

The optimal state is computed as: 

𝑣 = min (∑ 𝑤𝑗 , 𝑐

𝑚

𝑗=1

) (13) 

Others parameters: 

𝑏 = 2𝑚−1 (14) 

𝑝𝐶 = 𝑓𝑚−1(𝐶),    𝐶 = 0, … , 𝑣 (15) 

𝑥𝐶 = {𝑥𝑚−1, 𝑥𝑚−2, … , 𝑥1},    𝐶 = 0, … , 𝑣 (16) 
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Furthermore: 

𝐶 = ∑ 𝑤𝑗 , 𝑥𝑗 ,      𝑓𝑚−1

𝑚

𝑗=1

(𝐶) = ∑ 𝑝𝑗 , 𝑥𝑗

𝑚−1

𝑗−1

 (17) 

The dynamic programming algorithm is summarized in Algorithm 1. 

Algorithm 1. Dynamic Programming 
procedure DYNAMIC_PROGRAMMING 

INPUT: 𝑛, 𝑐, 𝑝𝑗 , 𝑤𝑗           // 𝑗 =  1. . 𝑛 

OUTPUT: 𝑧, 𝑥𝑗               // optimal solution and binary assignment vector 
1: begin 

2:     // initialization for capacity 0. . 𝑤1 − 1 

3:     for 𝐶 ∶=  0 to 𝑤1  −  1 do 

4:         𝑝𝐶 ∶=  0 
5:         𝑥𝐶 ∶=  0 
6:     end for 
7:    // base case for capacity w1 

8:    𝑣  ∶=  𝑤1 
9:    𝑏  ∶=  2 
10:    𝑝𝑣 ∶=  𝑝1 
11:    𝑥𝑣 ∶=  1 
12:    // iterate over items/VMs 2. . 𝑛 

13:    for 𝑚 ∶=  2 to 𝑛 do 

14:       call ITERATION1(𝑣, 𝑏, 𝑝𝐶 , 𝑥𝐶 , 𝑤𝑚, 𝑝𝑚;  𝑣, 𝑏, 𝑝𝐶 , 𝑥𝐶) 
15:    end for 

16:    𝑧 ∶=  𝑝𝑐                     // objective value at capacity C = c 

17:    determine 𝑥𝑗 by decoding 𝑥𝑐 
18: end 

 
procedure ITERATION1 

INPUT: 𝑣, 𝑏, 𝑝𝐶 , 𝑥𝐶 , 𝑤𝑚, 𝑝𝑚 

OUTPUT: 𝑣, 𝑏, 𝑝𝐶 , 𝑥𝐶 
19: begin 
20:     // expand active capacity range up to min(𝑣 + 𝑤𝑚, 𝑐) 

21:     if 𝑣 <  𝑐 then 

22:        𝑢 ∶=  𝑣 
23:        𝑣 ∶= min(𝑣 + 𝑤𝑚, 𝑐) 
24:        for 𝐶 ∶=  𝑢 +  1 to 𝑣 do 

25:             𝑝𝐶 ∶=  𝑝𝑢 
26:             𝑥𝐶 ∶=  𝑥𝑢 
27:        end for 
28:    end if 
29:    // knapsack relaxation (backward) to include item m 

30:    for 𝐶 ∶=  𝑣 downto 𝑤_𝑚  do 

31:         if 𝑝𝐶  <  𝑝{𝐶 − 𝑤𝑚}  +  𝑝𝑚 then 

32:             𝑝𝐶 ∶=  𝑝{𝐶 − 𝑤𝑚}  +  𝑝𝑚 

33:             𝑥𝐶 ∶=  𝑥{𝐶 − 𝑤𝑚}  +  𝑏 

34:         end if 
35:    end for 

36:    𝑏 ∶=  2 ∗  𝑏 
37: end 

 
The dynamic programming algorithm is iteratively executed over the tasks and hosts 

(Algorithm 1, line 15) to generate the decision sets 𝐷𝑘  =  {𝑣, 𝑝𝑐} These decision sets are 
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then provided as input to the LSTM model (Figure 2) to predict the QoS value 𝑂(𝑃𝑘) de-
fined in Equation (26). The goal is to minimize the target objective function, which corre-
sponds to either response time or energy consumption, as illustrated in Equation (27). This 
study is the first to integrate dynamic programming with LSTM to optimize IoT response 
time and energy consumption. Furthermore, it is also the first to simulate hepatitis sensors 
using JSON, thereby demonstrating how real-life hepatitis sensors can be created to support 
remote patient monitoring. 

3.6. Long Short-Term Memory (LSTM) Model 

The key concept of LSTM is the use of memory cells and gates that decide which infor-

mation should be stored at any time [43]. Let 𝑥𝑡, ℎ𝑡, and 𝑦𝑡 denote the input feature vector, 
hidden state, and output vector, respectively. Given an input sequence (𝑥1, 𝑥2, … , 𝑥𝑇), the 

corresponding hidden states and outputs are computed by iterating (18) and (19) for 𝑡 =
1, … , 𝑇:  

ℎ𝑡 = 𝑓ℎ(𝑊𝑥ℎ𝑥𝑡 + 𝑊ℎℎℎ𝑡−1 + 𝑏ℎ) (18) 

𝑦𝑡 = 𝑊ℎ𝑦ℎ𝑡 + 𝑏𝑦  (19) 

Where 𝑊𝑥ℎ is the input weight matrix; 𝑊ℎℎ the recurrent weight matrix, and 𝑊ℎ𝑦 the out-

put weight matrix; 𝑏ℎ and 𝑏𝑦 are bias terms; and 𝑓ℎ(∙) is an activation function. The LSTM 
implements the gate activations as: 

  

𝑖𝑡 = 𝜎(𝑊𝑥𝑖𝑥𝑡 + 𝑊ℎ𝑖ℎ𝑡−1 + 𝑏𝑖), (20) 

𝑓𝑡 = 𝜎(𝑊𝑥𝑓𝑥𝑡 + 𝑊ℎ𝑓ℎ𝑡−1 + 𝑏𝑓), (21) 

𝑐̃𝑡 = tanh(𝑊𝑥𝑐𝑥𝑡 + 𝑊ℎ𝑐ℎ𝑡−1 + 𝑏𝑐) , (22) 

𝑐𝑡 = 𝑖𝑡⨀𝑐̃𝑡 + 𝑓𝑡⨀𝑐𝑡−1, (23) 

𝑜𝑡 = 𝜎(𝑊𝑥𝑜𝑥𝑡 + 𝑊ℎ𝑜ℎ𝑡−1 + 𝑏𝑜), (24) 

ℎ𝑡 = 𝑜𝑡 ⨀ tanh (𝑐𝑡) (25) 

Where ⨀ denotes element-wise multiplication; 𝑊𝑥\∗ , 𝑊ℎ\∗  are weight matrices; 𝑏\∗  are 

bias vectors; and 𝑖𝑡, 𝑓𝑡, 𝑐̃𝑡, 𝑐𝑡, 𝑜𝑡, ℎ𝑡 are the input gate, forget gate, candidate cell, memory 
cell, output gate, and hidden state, respectively. With ℎ𝑡 from (25), the output is obtained. In 

a single LSTM layer, a total of 4(𝑁𝑀 + 𝑁2 + 𝑁) parameters are learned (for input size 𝑀 

and hidden size 𝑁) 
In this research, a finite number of task and host decision pairs from (10) (with a maxi-

mum limit 𝑀) are fed into the LSTM as 𝐷𝑘. At any interval 𝑇𝑘, the active tasks |𝑊𝑘| ≤ 𝑀. 
The utilization matrix of IPS, RAM, bandwidth, and disk for the active tasks forms a potential 

vector of size 𝑍. Hence, the decision pairs produced by Dynamic Programming are encoded 

as the task-utilization matrix 𝛷(𝑊𝑘−1) of size 𝑀 × 𝑍. Another vector encodes the virtual-
machine utilization matrix (IPS, RAM, bandwidth, disk, capacities, and per-VM latency) of 

size 𝑍′  per VM. For |𝑉𝑀|  virtual machines, this yields a matrix 𝑍′ × |𝑉𝑀| , denoted 

𝛷(𝑊𝑘−1). Together with the decision matrix 𝛷(𝐷), the LSTM input at interval 𝑇𝑘 is the 

set of new tasks 𝑁𝑘 , waiting tasks 𝑄𝑘, active tasks 𝑊𝑘, completed tasks 𝐶𝑘, and 𝛷(𝐷), The 
model is fed with 𝑥 = 𝛷(𝑊𝑘−1), 𝛷(𝑉𝑀𝑘−1), 𝛷(𝐷) to estimate the QoS value Ο(𝑃𝑘) (la-
tency or energy) as defined in (26) and illustrated in Figure 2. 

The scenario is modeled as a continuous function 𝑓(𝑥; 𝜃) where the LSTM approxi-

mates Ο(𝑃𝑘) with 𝜃 as the learnable parameter vector and 𝑥 the discrete/continuous input 
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within a defined domain. Specifically, 𝑥 comprises the utilization matrices of tasks and VMs 

together with the decision matrix. The parameter 𝜃 is learned using the dataset in (26): 

𝑥 = {𝐿𝑆𝑇𝑀[𝛷(𝑊𝑘−1), 𝛷(𝑉𝑀𝑘−1), 𝛷(𝐷)], 𝛰(𝑃𝑘)}𝑘  (26) 

This dataset is generated by a simulated scheduler whose tasks are formulated using real 

traces from the Bitbrains dataset [44]. After training, 𝜃 enables the model to approximate a 
generic function over a large parameter set. The optimization problem is then to find the 

decision matrix 𝛷(𝐷) that minimizes 𝑓(𝑥; 𝜃) as in (27): 

𝛷(𝐷)minimize → 𝑓(𝑥: 𝜃), ∀𝐷 satisfying (10) & (16) (27) 

3.7. Mean Squared Error (MSE) Loss Function  

The LSTM used in this study is pre-trained; therefore, its predictive accuracy is evaluated 
based on the loss values generated during execution. The loss quantifies the discrepancy be-
tween predicted and ground-truth outputs. During prediction of the optimal value 𝛰(𝑃𝑘) 
(either response time or energy consumption) when the LSTM processes the dataset in (26), 
the loss is tracked using the MSE: 

𝐿𝑜𝑠𝑠(𝑓(𝑥: 𝜃), 𝑦) =
1

𝑇
∑(𝑦 − 𝑓(𝑥: 𝜃))

2
𝑇

𝑡=0

 (28) 

Where 𝑇 is the time interval, 𝜃 the LSTM parameter, and (𝑥, 𝑦) are samples drawn from 
the dataset defined in (26). 

3.8. Software and Hardware Used 

All experiments were performed on the Python-based COSCO platform. COSCO pro-
vides a secure, agile, and scalable environment for building cloud-based IoT solutions in both 
simulated and real deployments. It also supports designing/programming sensors using 
Node.js via a JSON API. In this study, the sensors were configured to communicate with the 
cloud backend—specifically InfluxDB and Oracle-VM VirtualBox—to emulate realistic 
cloud–fog operations. 

4. Results and Discussion 

In cloud-based IoT environments, efficient resource management is essential for main-
taining optimal performance. This study evaluates seven optimization algorithms, with a par-
ticular emphasis on response time and energy consumption, while also considering support-
ing indicators such as migration time, number of destroyed containers, and SLA violations. 
For benchmarking, well-known methods including GA, MILP, POND, GOBI, DRL, and 
GOBI2 are compared against the proposed Hybrid DP+LSTM. Table 1 summarizes these 
comparative results across all key performance indicators.  

Table 1. Comparison of Algorithms Performance Metrics Evaluation for IoT Cloud. 

Ref Algorithm 

Avg.      
Response 

Time (ms) 

% Improve-
ment Over 
DP/LSTM 

Avg.      
Migration 
Time (ms) 

Num.    
Destroyed 

SLA     
Violations 

Energy per 

Container 

(joules) 

Ours Hybrid 
DP+LSTM 

82.91 100.0% 0.018 3 0 2,835,048 

[9] GOBI2 395.13 79.0% 0.083 2 0 3,664,337 

[9] GOBI 776.09 89.3% 0.849 3 0 4,463,010 

[39] DRL 512.41 83.8% 0.315 1 0 2,973,238 

[32] POND 2789.09 97.0% 2.653 6 2 3,310,966 

[14] MILP 35,720.49 99.8% 105.43 351 307 3,005,498 

[35] GA 145,465.53 99.9% 638.63 449 223 3,959,935 
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The discussion highlights how the hybrid approach not only reduces latency and energy 
use but also achieves more consistent performance across varying workloads. This compre-
hensive evaluation demonstrates that the integration of analytical and learning-based methods 
provides a balanced trade-off between efficiency and reliability in IoT healthcare systems. 

4.1. Energy Interval Dissipated by Algorithms  

  Figure 3 represents the total energy interval dissipated by the respective algorithms. 
Most algorithms have similar energy consumption, except for Hybrid DP + LSTM, which is 
significantly lower, making it more energy-efficient. 

 

Figure 3. Total Energy Interval 

In Figure 3, GA, GOBI, and GOBI2 show the highest energy consumption, indicating 
lower energy efficiency, which can negatively affect scalability and sustainability in fog envi-
ronments. POND and MILP show noticeable energy reductions compared to the previous 
three. Hybrid DP + LSTM exhibits the lowest energy consumption, indicating the highest 
QoS efficiency in terms of energy, and making it highly suitable for energy-constrained fog 
nodes. DRL exhibits a slight increase in energy usage compared to Hybrid DP + LSTM, yet 
it remains more efficient than earlier algorithms, indicating a reasonable balance between en-
ergy use and other QoS metrics, such as adaptability and learning capability.  

4.2. Average Response-Time Generated by Algorithms 

Figure 4 depicts the average response time. Apparently, GA has the highest response 
time, indicating delays, while Hybrid DP + LSTM achieves the lowest response time, suggest-
ing better efficiency. Table 2 presents the ratings of the algorithms' performance in a fog 
environment, with respect to their respective response times. 

 

Figure 4. Average Response Time 
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Table 2. Algorithm comparison based on response time. 

Algorithm 
Avg. Response 

Time (ms) 
QoS     

Evaluation 
Observation 

Hybrid DP + 
LSTM 

82.91 
Excellent 

(Real-time) 
Best latency; ideal for time-sensitive applications 

GOBI2 395.13 Very Good Optimized version of GOBI; low latency 

GOBI 776.09 Good Decent latency, may lack adaptability 

DRL 512.41 Very Good Adaptive, intelligent decision-making 

POND 2,789.09 Moderate Slower, possibly due to static scheduling 

MILP 35,720.49 Poor Computationally heavy; not scalable 

GA 145,465.53 Very Poor Extremely high latency; unsuitable for real-time use 

4.3. Ablation of Hybrid DP +LSTM 

Furthermore, an ablation of the Hybrid DP + LSTM was performed to obtain the results 
of the performances of DP-only and LSTM-only to validate if the performance of the Hybrid 
DP+LSTM to form a hybrid model is better than the performances of the individual algo-
rithms, as shown in Table 3 

Table 3. Ablation study results. 

Components 
Avg. Response 

Time (ms) 

% Improve-
ment Over 
DP/LSTM 

Avg.       
Migration 
Time (ms) 

Num.      
Destroyed 

Energy per 

Container 

(joules) 

Hybrid DP+LSTM 82.91 100% 0.0176 3 2,835,048.21 

DP Only 156.57 47.05% 0.1943 1 2,640,936.98 

LSTM Only 282.41 70.64% 0.0730 1 3,671,515.11 

 
The results in Table 3 show that the hybrid DP+LSTM model achieves a 47.05% 

(156.57ms) improvement over DP and a 70.64% (282.41ms) improvement over LSTM in 
average response time, as it combines the deterministic optimization strength of Dynamic 
Programming with the predictive capabilities of LSTM. DP-only excels at finding near-opti-
mal scheduling decisions through recursive cost minimization; however, it can be computa-
tionally intensive for large and dynamic fog workloads. LSTM, on the other hand, can learn 
temporal workload patterns and predict future task arrivals; however, it suffers from higher 
latency due to its less precise optimization. The hybridization enables DP to benefit from 
LSTM’s foresight, allowing for faster and more adaptive placement decisions, which signifi-
cantly lowers response time. 

On the energy efficiency side, Hybrid DP+LSTM shows a 22.80% (3,671.51 joules) im-
provement over LSTM, but a 7.34% (2,640.93) underperformance compared to DP. This 
outcome reflects a trade-off: DP, by design, minimizes resource wastage through exact opti-
mization, which explains its slightly lower energy consumption. LSTM introduces prediction-
driven migrations that may increase overhead. When combined with DP, some of this pre-
dictive overhead remains, resulting in slightly higher energy usage compared to DP-only. 
However, the hybrid still avoids the excessive migrations and energy drain observed in LSTM-
only scheduling, keeping energy efficiency within an acceptable range. 

4.4. Hybrid DP+LSTM Model Accuracy  

 The LSTM is a pre-trained model that was combined with the DP. Hence, its 
knowledge was transferred to augment the task scheduling capacity of the DP, thereby im-
proving the QoS of the IoT Cloud System. The accuracy of the model was estimated based 
on the Loss values generated and returned by the MSE function. The loss function value 
reflects the difference between the actual values and the predicted values by the LSTM. There-
fore, higher loss spikes suggest poor prediction, and stable loss suggests accurate predictions. 
In Figure 5, the pre-trained state of the model is the key reason why loss started off low, 
dropped slightly in the first epoch, and then remained stable for the remaining epochs. 
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Figure 5. DP/LSTM Loss over Epoch 

4.5. Analysis of Findings 

From the analysis, Hybrid DP+LSTM demonstrated superior performance across key 
metrics, particularly in response time and migration time, which are critical for IoT Cloud 
environments. It achieved improvements of up to 99.94% and 99.8% over traditional meth-
ods, such as GA and MILP, respectively. Additionally, Hybrid DP+LSTM had no SLA vio-
lations and maintained a balanced energy consumption profile, making it a viable solution for 
large-scale IoT deployments. This makes it highly suitable for latency-sensitive applications 
such as telemedicine, real-time traffic management, and remote industrial monitoring.  

• Adoption of Hybrid DP+LSTM in IoT Cloud: Given its superior performance, it is 
recommended for IoT Cloud infrastructures requiring low-latency response times, par-
ticularly in areas such as telemedicine, smart grid monitoring, and intelligent transporta-
tion systems. 

• Further Optimization of GOBI2 and DRL: These algorithms performed relatively well 
but can be further optimized to improve response times for IoT services in critical ap-
plications, such as drone-based surveillance and automated robotic systems. 

• Energy Optimization Strategies for IoT Devices: While Hybrid DP+LSTM was energy-
efficient, further improvements in energy management are needed to enhance sustaina-
bility in IoT Cloud environments, especially in large-scale industrial IoT (IIoT) applica-
tions. 

• Application-Specific Algorithm Selection: For IoT scenarios with minimal SLA con-
cerns, POND and GOBI2 can be considered as alternatives for workload balancing in 
environments such as smart homes and connected agriculture. 

• DP-only is best suited for pure energy minimization, but it is slower in response time. 

• LSTM-only adapts to workload trends but suffers from high latency and energy ineffi-
ciency. 
These findings offer valuable insights into workload distribution algorithms, facilitating 

the selection of the most suitable method for optimizing IoT Cloud performance and ensur-
ing reliable service delivery in latency-sensitive applications. 

5. Conclusions 

The Hybrid DP+LSTM algorithm emerged as the most efficient and balanced solution. 
It delivered the lowest response time (82.91ms), zero SLA violations, the least energy con-
sumption per container, and zero migration time. These results are especially significant for 
real-time, energy-sensitive IoT applications such as smart healthcare, autonomous vehicles, 
smart cities, emergency response systems, precision agriculture monitoring and industrial au-
tomation. The model’s integration of predictive LSTM capabilities with DP’s decision opti-
mization allows it to anticipate workload demands and allocate resources proactively, ensuring 
service continuity and minimizing latency. DRL also demonstrated robust performance, par-
ticularly in terms of adaptability and low wait/migration times, making it a suitable option in 
dynamic environments. Although it consumed slightly more energy than Hybrid DP+LSTM, 
its learning-based decision-making provided reliable QoS in volatile fog settings. Algorithms 
like GOBI2 and POND offered moderate trade-offs and demonstrated improvements over 
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their predecessors, particularly in terms of energy and migration efficiency. In contrast, tradi-
tional optimization methods, such as GA and MILP, have demonstrated significant limita-
tions. GA exhibited the highest container destruction, migration time, and response delay, 
indicating inefficiency and instability. MILP, although theoretically optimal, was too compu-
tationally intensive for time-sensitive deployments, resulting in the most SLA violations and 
increased wait times. These characteristics make both GA and MILP unsuitable for modern 
fog environments without extensive tuning or hybridization. In general, intelligent, learning-
based algorithms, especially hybrid DP+LSTM and DRL are better suited for the distributed, 
real-time demands of fog computing. Their ability to adapt, predict, and make fast decisions 
ensures optimal QoS and sustainable resource use. The research proves that DP-only is best 
for pure energy minimization, but it is slower in response time. In contrast, LSTM adapts to 
workload trends but suffers from high latency and energy inefficiency. Hybrid DP+LSTM 
strikes a balance between the two, offering the lowest response time with moderate energy 
trade-offs, making it more suitable for fog environments where latency is critical. The future 
of fog and edge computing lies in such hybrid and AI-driven models that combine prediction, 
planning, and responsiveness to handle complex IoT workloads effectively. 
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